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Abstract

The time-recursive computation model has been proven particularly useful for the
real-time evaluation of one and two-dimensional block transforms. Unlike the FFT
based architectures, time-recursive ones require only local communication. Also, they
are modular and regular, thus they are very appropriate for VLSI implementation and
they allow high degree of parallelism.

In this paper, we establish an architectural framework for parallel time-recursive com-
putation. We consider a class of linear operators that consists of the discrete time, time
invariant, compactly supported, but otherwise arbitrary kernel functions. We specify the
properties of the linear operators that can be implemented efficiently in a time-recursive
way. Based on these properties, we develop a routine that produces a time-recursive
architectural implementation for a given operator. This routine is instructive for the de-
sign of a CAD tool that will facilitate the derivation of time-recursive architectures. The
design of architectures for the Discrete Cosine Transform and the Modulated Lapped
Transform based on this routine is reported.

1 Introduction

In this paper, we summarize a study towards a unifying methodology for deriving time-
recursive realizations with focus on architectural implementations. We consider the imple-
mentation of the mapping operator [ho hy -+ hy_i1] : z(-) — X(), which operates on the
semi-infinite sequence of scalar data z(-) and produces the sequence X(-} as follows:

N-1
X(t) =3 haz(t+n—-N+1), t=01,--. 1)
n=0 .
A time-recursive evaluation of a mapping operator [k, hy --- ha_1] is the one that is based

on an update computation of the type

X(t+1) = UX (L), o(t + 1), 2(t + 1 = N)).



For example, if we have [h, = 1,n = 0,1, -+, N — 1], then X(¢) will be the sum of the last NV
values in the input stream. The recursive algorithmic implementation of this operator will be
simply the computation

Xt+1)=Xt)+z(t+1)—z(t—N+1).

There is a common infrastructure among the mapping operators that are involved in these
diverse applications. The unifying feature is a shift property we discuss in the following Section,
where we establish the framework for formulating time-recursive expressions. In Section 3,
we derive a unifying procedure for architectural design. In Section 4, we report two design
examples: the Discrete Cosine Transform and the Modulated Lapped Transform [9]. We
conclude with Section 5.

2 Time-Recursive Computation: Basic Framework

We can specify a mapping operator [ho hy -+ hy_1] with a function f(-), for which the values
at the points 0,1,---, N — 1 are the prescribed coefficients: h, = f(n), n=20,1,---, N — L.
In the sequel, we will use the term kernel function or simply kernel for this function f(-).
Furthermore, we will call kernel group a vector of kernel functions

£() = [fol) () - fara ()

Shift Property: A kernel group f(-) satisfies the shift property (SP), if it satisfies the (ma-
triz) difference equation

f(n—1)=Rf(n), n=1,2,---,N, (2)
with specified final condition £(N), where R is a constant matriz of size M x M.

Lemma 2.1 A recursive implementation of a kernel group f(-) is feasible if this kernel group
satisfies the shift property.

Proof: (2) gives:
M-1

fo(ln —1) = Z Tpefo(n),
q=0
forn=1,2,---,N, p=0,1,---,M — 1, where rpy,p,¢ = 0,1,---, M — 1 are the elements of

the matrix R. Let
N-1

Xp(t) =3 fo(n)a(t+n— N +1), (3)

n=0
for p=0,1,---,M — 1. Suppose this is available at the time instant ¢ + 1. For the quantities
X,(t+1), p=0,1,---,M — 1 we have:

Xt +1) =0 et +n+1-N+1)f(n) = Nizlt+n—=N+1)fp(n—1)=
Thez(t+n—N+1) Zﬁal Tpafe(n) = ZgﬁBl T'pq ( iz(t+n—N+ l)fq(n))



and therefore we obtain:

p(t+1) Z {rpg [Xo(t) = z(t = N + 1) £4(0) + z(¢ + 1) fo(N)]}, (4)

p = 0,1,---,M — 1. If we assume knowledge of the boundary values {f,(0), f,(N), ¢ =
0,1,---,M — 1}, (4) specifies the algorithm that performs the update computation we were
after. Furthermore, note that if R is nonsingular, knowledge of f(0) yields f(V). ]

Corollary 1 A kernel group f(-) that satisfies the shift property can be implemented recur-
stwely as follows:

1. Compute the matriz R by evaluating f(n — 1) and using (2).
2. Evaluate f(n) at the pointsn =0 andn = N.
3. At each time instant t evaluate (4).

Note that the first two steps of the above procedure belong in the initialization phase (off-line
computation).

The issue of specifying a family of kernel groups that satisfy the shift property is addressed
by lemma 2.2:

Lemma 2.2 The shift property (SP) is satisfied by:
1. The singleton kernel group [cb"], where b and ¢ are non-zero free parameters.

2. The kernel group [cood™ + co1d™", c10d™ + cnb‘"]T, where b is a non-zero parameter and
the coefficients are free parameters, such that copci1 — co1c10 # 0.

T
3. The kernel group [co,cln, e ,chQ] , where @ is an arbitrary positive integer and the
coefficients are non-zero parameters.

The proof of this lemma can be found in [5].

In [5] and [4] we demonstrate how an arbitrary mapping operator can be expressed in an
optimal manner as a linear combination of kernel functions that satisfy SP. Here we assume
that such an expression can be obtained by inspection (and utilizing Lemma 2.2). For example,
the kernel functions of the Short Time Fourier Transform, the Discrete Cosme Transform and
the Modulated Lapped Transform [9] belong in this class of kernels. Consequently, we can
obtain a time-recursive algorithm for a specified mapping operator as follows:

Design Procedure

Input : by = ¥; cidi(n), where {¢:(n)} is a set of kernel functions that satisfy the shift property
and {¢;} is a set of known constants.

Step 1: Specify the kernel groups fi(-) in which the kernel functions ¢;(-) belong. For example,
if ¢:(n) = n? then, according to lemma 2.2 / statement 3, we get fi(n) =[1 n n2]T.



Step 2: For each kernel group f;(-) use (2) in order to compute the matriz of parameters R; and
evaluate f;(n) at the pointsn =0 and n = N.

The outcome of this design procedure is the following algorithm:
1. Evaluate ({) in order to obtain X,(t), defined as X;(t) = S0 ¢i(n)z(t +n— N +1).
2. Fvaluate X(t) =Y ; ;i Xi(t).

The kernel group associated to the mapping operator is the union U; f;(+).

3 Architecture Design

Let us consider the simple case of a mapping operator h, = ¢(n), where ¢(n) is an element
of the size-2 kernel group f(n) that satisfies SP. (4) dictates an architectural implementation
that has the lattice structure in Fig. 1. In an abuse of terminology, we will use the name
lattice architecture for the architectures that realize (4) regardless the size of the associated
kernel group.

x(t) "1 |
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Figure 1: Lattice architecture for kernel group of size M = 2.

An alternative time-recursive architecture, obtained by using a transfer function approach,

is shown in Fig. 2, where

dy = —ro0 — T11 noo = fo(N)roo + fi(N)ror m10 = fo(0)roo + f1(0)ro

dy = rooT11 — ToiT10 To1 = —fo(N)d2 Ny = '—fo( ) (5)
noz = fo(N)rio + A(N)r11 niz = fo(0)rio + f1(0)rn ‘
Moz = _fl(N)d2 ni3 = _fl( )

We use the name IIR architecture for the architecture derived by computing the transfer
function. If a kernel group f(n) of size M = 2 satisfies the difference equation

f(n) =nf(n-1)+7f(n-2) n=12,---,N (6)



for some constant scalars 7,,p = 1,2 and arbitrary initial conditions f(n),n = —1, —2, then
the parameters of the IIR implementation are specified by the expressions [5]

di =-—71/72 noo = fo( 1) nwo= fo(-1)

d2=~1/v2 nou = fo(N )/’72 ni1 = fo(0)/72 (7)
Nog = ( ) Nz = fl("‘l)
No3z = fl( )/’)’2 niz = —f1(0)/7

The latter are useful in cases where we know in advance that a mapping operator exhibits the
property of satisfying such a difference equation (see for example [2]).
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Figure 2: IR architecture for M = 2.

Fig. 1 and Fig. 2 suggest that the IIR architectures imply higher implementation cost than
their lattice counterparts. Nevertheless, this is not always true, since the implementation cost
depends on the following two factors:

1. The number of the functions in the kernel group that participate in the linear expression
of the mapping operator.

b

Whether the periodicity property, that is defined next, is satisfied by the kernel group
in question.

The role of these factors becomes clearer in the examples in Section 4.

Periodicity Property: A kernel group f(-) = [fo(:) fn(*) -+~ Frr-1())T, satisfies the period-
icity property (PP) if the following relation holds:

foN) AN ) g
70 ~ f(0) Far2(0)

(8)



for some non-zero constant §.
The name of this property is justified by the following special case: Consider the kernel
group specified by statement 2 in lemma 2.2, that is,

fo(n) | | coob™ + corb™
filn) | | ciod™ 4+ cib™

where b is a non-zero parameter and the coefficients are free parameters, such that cgocy; —
corcio # 0. In [5] we prove the following lemma:

(9)

Lemma 3.1 If the parameter b of the kernel group (9) is of the form b = 7P, then (9) satisfies
the periodicity property if and only if f = ]%r, that s, if the kernel functions are periodic with
period equal to N. Furthermore, if PP is satisfied the ratio value in (8) is equal to S = (—1)*.

T
An example of kernel group that satisfies PP is fx(n) = [cos Bn+1) sin¥(n+ %)] . Ob-
serve that these two kernel functions specify the Discrete Cosine Transform and the Discrete
Sine Transform. Fig. 3 and Fig. 4 show how the architectures in Fig. 1 and Fig. 2 will be

modified if the periodicity property holds.
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Figure 3: Part of lattice architecture for a size-2 kernel group if the periodicity property is
satisfied.
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Figure 4: IIR architecture for a size-2 kernel group if the periodicity property is satisfied.



Fig. 5 depicts a flow graph diagram that summarizes the architecture design procedure
for a given mapping operator. For the sake of simplicity here we have restricted ourselves
to the special case where kernel groups of size M = 2 are sufficient for implementing the
given mapping operator. Nevertheless, the generalization to arbitrary values values of M is
straightforward. This design procedure provides the guidelines for developing a CAD tool
appropriate for time-recursive architecture design.

Design Procedure
step 1.

Periodicity
?

Difference
Equation

Design Procedure
step 2.

Eqn. (7) Matrix Difference Design Procedure

Equation > step 2.

Eqn. (5)

Y

IR Architecture

Lattice Architecture

Figure 5: Architecture design procedure.

4 Design Examples

In this Section, we consider the architectural implementation of the Discrete Cosine Transform
(DCT) and the Modulated Lapped Transform (MLT). For the first one an IIR architecture is
used, while for the second one we will see that the lattice architecture is more appropriate.




The N-point Discrete Cosine Transform of a semi-infinite sequence of (real, scalar) data
z(-) consists of N semi-infinite sequences Xi(-),k = 0,1,---, N — 1 defined as follows:

Nl kr 1
Xk(t) = ¢k Z COS—N_ (n+§> x(t—}—n - N+ 1),‘t =0,1,--- (10)
n=0

where ¢ = \/%— and ¢; = \/%, k=1,2,---, N—1. Consequently, the kth frequency component

of the DCT is specified by the mapping operator [hn = ¢ COS 1—"]{/'-(71 +3),n=0,1,---,N — 1].
The latter can be expressed as
hn = ¢k feo(n), (11)

where fio(n) is an element of the kernel group

[ fron) ] [ cosE(n+ 1L
fi(n) = [ f:,l(n) ] - { sin%(n +1

. "

fi(n) satisfies the shift property with

Er gp km
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Figure 6: IR architecture for the DCT kernel function.



Furthermore, it satisfies the periodicity property with § = (—1)* (cf. Lemma 3.1). Note
finally that only one kernel function is used in the linear expression (11). Based on the above
pieces of information the flow graph in Fig. 5 dictates that the [IR architecture should be
used and the architecture parameters are specified based on (5). The resulted architecture

for the kth frequency component is shown in Fig. 6, while the architecture for the DCT with
N = 8 is shown in Fig. 7. This architecture was first used in the context of sliding transforms
in adaptive filtering [1]. It was recently rediscovered and used for a block transform VLSI
architecture in data coding [8]. In [6], we prove that the inverse DCT can be implemented by
using building blocks identical to the ones of the direct DCT.
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Figure 7: Recursive architecture for the DCT.

The Modulated Lapped Transform (MLT) belongs in the family of the Lapped Orthogonal
Transforms that intend to suppress the blocking effect in transform coding [9, 10}. The MLT
operates on segments of data of length 2NV, z(t +n — 2N +1),n = 0,1, ,2N — 1 and it
produces N output coefficients X;(t),k =0,1,---, N — 1 as follows [9]:

[o N1 x 1 ™ 1 1 N
Xi(t) = ek i ;sxnﬁ—(n—}-—é)cos[ﬁ (k+§> (n+-2—+72—>]x(t+n—2N+l), (14)



where t = 0,1,--- and ¢; = (—1)**2/2 if £ is even and ¢; = (—=1)* /2 if k is odd. The
sequence of the kth output coeflicients Xi(t),t = 0,1,--- can be thought of as the output of
the mapping operator

hin=|c 2 sin——7r~<n+—1—>co [1<k+—1—>< +£+E)] (15)
kn =\ RN IN 5) PN 3 )\" T3S )]

After a few algebraic manipulations, we derive the following decomposition of the mapping
operator:

hk,n = - (Ck‘ %V_) fk+1,0(n) - (Ck\/;_%) fk,l(n)a k= 0713' T 7N - 17 (16)

[fk,o(n)} ¢ cos [Tk (n+ 3 +§k+%
=fi(n)=| .

fra(n) sin %k n-{—% + k—f—% 5

is the associated kernel group. One can verify that the latter satisfies both the shift property
and the periodicity property. Observe also that both kernel functions in fi(n) participate in
the linear expression (16). Consequently, the flow graph in Fig. 5 dictates that the lattice
architecture should be used. The resulting design for the case N = 8 is given in Fig. 8 and
Fig. 9. Note that the lattice is a rotation circuit that can be implemented with a CORDIC
processor [7].

where
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Figure 8: Lattice architecture for the MLT module.

5 Conclusion

The time-recursive computation has been successfully used in a number of diverse areas, such
as real-time data coding and transform domain adaptive filtering. The shift property dictates

10



the common infrastructure of the time-recursive computation in a variety of applications. The
time-recursive approach yields architectural implementations that are modular, regular and
require local communication, thus they are very appropriate for VLSI implementation. We
develop a routine that can be used for designing time-recursive architectures in a systematic
way. This routine specifies the guidelines for a CAD tool that could be specified high level
description of mapping operators and produce VLSI layout. A more detailed presentation of
this routine and its derivation is made in [5]. The time-recursive architectures of the Discrete
Cosine Transform and the Modulated Lapped Transform are discussed. On table 1, we provide
the relevant cost metrics. More examples of time-recursive architectures can be found in [6].

> M, -c,
?’—) XMLT(O‘t)
> M, -¢y
j—» XMLT(1 ")
> M,

- C
ﬁ?}}-—& X, (2
3 - (:3
A
16 ¢ ——7}9_—Ci> X, p{4D
’ ~—7}1—5—> X151

6 T—& X, (6
7_——7) X, (7

Figure 9: Recursive architecture for the MLT.
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multiplications additions rotations
DCT 2N -1 3N +2 -
MLT 2N +3 3N +3 N -1

Table 1: Operator counts for time-recursive architectures of some N-point block transforms.
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